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Abstract 

Software engineering is Money Magazine’s top rated profession.  The development of novel 

information systems has created new industries and catapulted developers to wealth and star-
dom. Yet, for many students of computer and information a system, software engineering is 
just another hurdle they must jump to satisfy degree requirements. How best to teach soft-
ware engineering so that students appreciate its unique and vital lessons remains an unans-
wered question.  Our software engineering course exploits students’ experience in specific 
domains as a foundation for learning the skills of software development.  The course syllabus 

provides a vehicle for honing one’s development skills, practicing abstraction, and finally expe-
riencing the “aha” phenomenon when the student has successfully integrated two different 
fields of knowledge into a new discipline.  We report the results of this approach. 

Keywords: higher education, software engineering, information systems, active learning envi-
ronment, domain knowledge 
 

1. INTRODUCTION 

No one would have predicted: that an effi-
cient search algorithm would form the foun-
dation of an immensely profitable company; 
that software to enable peer-to-peer transfer 
of copy written music would become availa-
ble on-line (or that this technology would 
subsequently be deemed illegal); that the 

entire genetic code of several species includ-
ing homo sapiens would be sequenced and 
available on-line, leading to a new genera-
tion of biology researchers working without a 
brick-and-mortar laboratory. 

Software engineering is Money Magazine’s 
top rated profession (Kalwarski, 2006).  The 

development of novel information systems 
has created new industries and catapulted 

developers to wealth and stardom. Yet, for 
many students of computer and information 

a system, software engineering is just 
another hurdle they must jump to satisfy 
degree requirements. 

How best to teach software engineering so 
that students appreciate its unique and vital 
lessons remains an unanswered question. 

Hazzan (2007) points out that mastering 

software engineering requires the ability to 
deal with "soft ideas", concepts that elude 
formal definition.  Soft ideas come into exis-
tence when the programmer is thinking 
about a domain apart from the software.  
Dealing with soft ideas is a skill that cannot 
be explicitly taught; they have to be expe-

rienced to be understood.  To create a novel 
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system, a programmer must almost instinc-
tively feel the connection between an un-
tapped domain and the power he knows a 
computer system can bring to that domain. 

Software engineering courses often fail to 
convey to students the importance of the 
topic they are teaching.  Students tend to 
believe that success in building information 
systems requires just the technical know-
how to write code. Henry and LaFrance 
(2006) stress the importance of active learn-

ing by engaging students in relevant 
projects.  Petcovic et al (2006) note that the 
globalization of software requires graduates 
to have experienced reasonable simulations 
of the complexities of real-world software 
development.  Grisham et al (2006) go so 

far toward real-world simulation as to inten-
tionally leave the project requirements va-
gue, so that the student must take responsi-
bility for this fundamental step in the devel-
opment process. 

Promising new realms of endeavor often 
spring from the unlikely combining of sepa-

rate disciplines.  Evolutionary algorithms and 
bioinformatics are two compelling examples.  
Ali (2006) suggests multidisciplinary soft-
ware engineering projects, as for example a 
software engineering student partnering with 
an architecture student to create 3-
dimensional building visualization software. 

Myers (2007) observes that in order for a 
software engineering project to be really 
educational, it must be a substantial endea-
vor not a "toy" application, despite the li-
mited time available; and it must involve a 
meaningful domain. 

The flash of insight that leads a visionary to 
introduce computer technology to a new 
domain requires creativity, knowledge of the 
domain and of the technology, and, perhaps 
most of all, the ability to think abstractly.  
Kramer and Hazzan (2006), summarizing a 
workshop on The Role of Abstraction in 

Software Engineering, note that the partici-
pants agreed that abstraction should be 
taught in software engineering courses, but 
cautioned that abstraction "seems to be a 
talent-laden skill: some will get it, many will 
not, and a few will be very good at it." 

Whether the application is advertising, mul-

timedia, or molecular biology, the develop-
ment of novel and useful software requires 
that the developer integrate software engi-

neering with specialized knowledge of 
another, unrelated discipline. 

Several other researchers have noted the 
importance of domain knowledge to success-

ful software engineering.  Falbo, Guizzardi, 
and Duarte (2002) suggest that domain 
knowledge is essential to software reuse.  
Maidantchik, Montoni, and Santos (2002) 
observe that complex software systems re-
quire iterative development as the team 
masters understanding of the domain.   Ro-

billard (1999) in the Communications of the 

ACM suggests “Software development is the 
processing of knowledge in a very focused 
way. We can say it is the progressive crys-
tallization of knowledge into a language that 
can be read and executed by a computer. 

The knowledge crystallization process is 
directional, moving from the knowledge ap-
plication domain to software architectural 
and algorithmic design knowledge, and end-
ing in programming language statements.” 

Thus, in real-world software engineering, the 
application of domain knowledge is the start-

ing point for software engineering projects. 

2. METHODS 

In our master's level software engineering 
course, we assign the prototypical exercises, 
but encourage the student to respond to 
these exercises using a domain for which the 

student possesses specialized knowledge or 
interest. 

Specifically, the student is asked to perform 
each of the following steps of software de-
velopment for a sizable existing or imagined 
system in one or more domains of his or her 

choice: 

• Outline the process that you would use to 
build the system. 

• Write a statement of scope. 

• Create a functional decomposition, esti-
mate LOC, effort, and cost.  (In the case 
of an existing system, this question can 

be answered using what the student 
knows about the domain to reverse engi-
neer the software.) 

• Give examples of pertinent data abstrac-
tions and the associated procedural ab-
stractions. 

c© 2009 EDSIG http://isedj.org/7/40/ May 21, 2009
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• Use code from your chosen domain to 
illustrate examples of cohesion and 
coupling. 

At this point, the student is asked to do the 

following major projects: 

• Produce a comprehensive proposal for a 
major software project involving a do-
main of your choice.  The proposal should 
include information such as Project Over-
view & Scope; Process & Project Man-
agement; Requirements Analysis & De-

sign; Feasibility Analysis; Coding, Testing 
& Maintenance; Project Plan & Schedul-
ing; Risk Management; Ethical & Legal 
Considerations; Delivery & Documenta-
tion; Conclusions 

• Develop a working prototype of a portion 

of the system that you proposed. 

3. RESULTS 

Many of our master's students are profes-
sionals.  They represent a variety of indus-
tries.  Therefore, it is not surprising that we 
received submissions covering a reasonably 

wide range of domains.  Here are some ex-
amples: 

Example 1 

A manager for a major railroad company 
developed a proposal to rail shippers, third-
party logistics companies, and shipping bro-

kers for a rail visibility and supply chain 
management application. 

Example 2 

A software contractor to the US Army devel-
oped a three tier application used to update 
the airfield approach maps that are used on 

the U.S. Army utility and cargo helicopter 
flight simulators instructor operator stations. 

Example 3 

A lead senior client server analyst for a ma-
jor cruise line with twenty years of expe-

rience in the industry developed a three tier 
Cruise Line Client Reservation System. 

Example 4 

A student with a strong background in bio-
logical science proposed the development of 
a web-based information system for a bioin-

formatics laboratory.  We use this student’s 
work as an example of the type of project 
submitted. 

The informational flow model in Figure 1 and 
the scope and boundary diagram of Figure 2 
illustrate scope of this ambitious project. 

The 5-year cost of system development is 

estimated at $750,000.  The prototype sub-
mitted is a browser-based HTML/JSP client 
layer with a Java Servlet architecture con-
necting to the database layer via a number 
of problem domain and data access classes.  
The database layer is a hybrid of a Microsoft 
Access relational structure for internal data 

and seamless data access class connectivity 
to public databases of biological data.  The 
data-flow diagram in Figure 3 and the entity-
relationship diagram in Figure 4 show some 
of the functionality that will be required for 
this prototype. 

Figure 5 is a screen print that shows a por-
tion of the actual functionality of the proto-
type system submitted for this project. 

Student Feedback 

The goals of our master’s level software 
engineering course are to teach the devel-

opment of software-intensive systems, soft-
ware quality factors, software engineering 
principles, system life-cycle models and pa-
radigms, requirements definition and analy-
sis, behavioral specification, software de-
sign, implementation, software testing tech-
niques, verification and validation, system 

evolution, and software project manage-
ment. 

End of semester evaluation forms were re-
viewed to determine the perceived efficacy 
of the software development assignment 
described in this paper. 

Feedback from students enrolled in the three 
semesters in which this project was assigned 
revealed uniform agreement that this ap-
proach met the course goals. An example of 
the type of feedback was that the approach 
was a “comprehensive, well-organized, aca-
demically-enriching experience”. 

4. DISCUSSION 

There is little controversy that really perfect-
ing the skills required for successful software 
engineering requires an active, hands-on 
process.  The question is how to optimize 
the didactic experience.  Our approach of 

having the student select a familiar domain 
for the final project has both benefits and 
limitations. 

c© 2009 EDSIG http://isedj.org/7/40/ May 21, 2009
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Benefits 

One can assign a specific task for a student 
or a group of students to complete during 

the semester, and perhaps that approach 
would better simulate an industrial environ-
ment.  But permitting self-selection of the 
domain confers the following benefits: 

Respecting the Student’s Talents: The 
student can focus on the process of software 
development, and is relieved from the need 

to study an unfamiliar domain.  The stu-
dent’s energies are channeled into the prac-
tice of system development.  Van der Duim 
et al (2007) include respecting students' 
diverse talents as a best practice in software 
engineering education. 

Future Benefits to the Student and the 

Industry: The project itself may provide a 
springboard for the student's entry into sys-
tem development involving his or her own 
profession.  This may confer immediate ben-
efit to the student as an employee, the em-
ployer, and even the industry.  Bernhart et 

al (2006) feel that teaching software engi-
neering requires that the project framework 
should reflect real-world applications. Tur-
han and Bener (2007) go even further: they 
recommend, "simulating a chaotic environ-
ment" so that students' expectations will 
match the reality of software development. 

Potential Benefit to the Instructor: As an 
interesting side effect, the professor ex-
pands his general knowledge of areas that 
information systems development may 
benefit. 

Overcoming Some Obstacles 

There are downsides to this approach.  But 
we believe these obstacles can be overcome. 

Coordination of Group Projects: For ob-
vious reasons it is difficult to coordinate a 
group project that allows students to select 
the project domain.  On the other hand, 
when students collaborate on a project for 

which only one member of the group has the 
domain expertise, the resulting process be-
comes a reasonable simulation of real-world 
software engineering. 

The Instructor’s (Possibly Limited) 

Knowledge of the Chosen Domain:  In 
the absence of in-depth knowledge of a par-

ticular domain, the professor may have a bit 
of difficulty helping the student should prob-

lems occur during system development, and 
then evaluating the resulting deliverables.  
The former reflects a real-world concern 
inherent in system development, but in 

practice this is overcome routinely nonethe-
less. The latter has not been a problem in 
our experience because the student's plan, 
protocol, and prototype form a unit that, 
when analyzed together, can be verified by 
checking for internal consistency, and of 
course the code can always be checked for 

appropriate functionality.   Furthermore, 
there is a safety valve:  students are re-
quired to obtain approval for their project 
plan at the beginning of the course.  This 
gives the instructor an opportunity to re-
quest a change of plan if really necessary.  

Finally, we emphasize that we utilize this 
approach only in graduate-level courses. 

Summary 

In summary, we teach software engineering 
by facilitating integration of the system de-
velopment process with a domain of particu-

lar interest to each student.  The syllabus 
provides guidelines, but each student 
creates his own assignment.  We believe 
that this approach simulates the process by 
which technological ingenuity drives the 
emergence of new fields. 

As philosopher-scientist Edward O. Wilson 

(1998) observed, “… asking the right ques-
tion is more important than producing the 
right answer.  The right answer to a trivial 
question is also trivial, but the right ques-
tion, even when insoluble in exact form, is a 
guide to major discovery.” 
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Figure 1. The informational flow model of a student's proposed bioinformatics information sys-
tem. 
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Figure 2.  A scope and boundaries diagram demonstrating a novel approach to combining a 
university's information system with a laboratory's data generation and AI capability. 
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Figure 3.  A data-flow diagram of a portion of the system.  If he didn't appreciate it before, the 
complexity of engineering a system of this magnitude is now apparent to the student.  Soft-
ware engineering is more than just writing code. 
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Figure 4.  An entity-relationship diagram of the portion of the system the student has imple-
mented in the prototype. 
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Figure 5.  A screen print of the web interface to the student's prototype system.  The code 
behind this page utilizes a variety of technologies including HTML, Javascript, and JSP. 

c© 2009 EDSIG http://isedj.org/7/40/ May 21, 2009


